![](data:image/png;base64,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)

Carrera

Ingeniería en Computación

Sistemas de créditos

Materia

Algoritmo y Programación 3

Alumno

Gomez Agustin – gomez.agustin.30602@gmail.com

Docentes:

Claudio, Aciti

Martin, Rodríguez

**Resumen**

*La abstracción es una capacidad intelectual que poseemos los seres humanos que nos permite concentrarnos en los aspectos importantes de un problema, dejando de lado los detalles irrelevantes. En este trabajo se explicará cómo se desarrolla un sistemas de créditos, en lenguaje c, utilizando tipos de datos abstractos conocidos como TDA*

**Índice General**

**1. Introducción** [**4-5**](https://docs.google.com/document/d/1ZnIB4JToPiIjkNvpF8HcJGiZh6SGW79rklTaqf8q7Ac/edit#heading=h.gjdgxs)

**2. Desarrollo experimental 6-8**

**3. Resultados y análisis 8-9**

**4. Conclusiones 9**

**5. Referencias 10**

## 

## **1.Introducción**

La abstracción es una capacidad intelectual que poseemos los seres humanos que nos permite concentrarnos en los aspectos importantes de un problema, dejando de lado los detalles irrelevantes. Esta capacidad nos permite, asimismo, dividir el problema en partes más pequeñas y, en consecuencia, más fácilmente tratables, para luego integrar todo en una solución. Es decir, es una capacidad humana que nos permite lidiar con la complejidad.

Cuando programamos resolvemos un problema y creamos un programa que es una abstracción de la realidad; en consecuencia, es importante contar con mecanismos de programación que favorezcan la abstracción. Si analizamos los lenguajes de programación convencionales, podemos ver que cuentan con un mecanismo que ayuda a la abstracción: la modularidad. Así, cuando hacemos uso de un módulo (por ejemplo, una función en C) en un programa, uno sólo se debe preocupar por conocer qué es lo que este módulo hace, es decir, qué funcionalidad provee, sin preocuparse por saber cómo lo hace. Además, la modularidad nos proporciona un medio para descomponer una tarea en partes más pequeñas. Es decir, la modularidad en programación, está bastante cerca de capturar el significado de abstracción. Sin embargo, este tipo de abstracción, referida como abstracción procedural, no es suficiente. En programación, existe también lo que se conoce como abstracción de datos, que nos lleva al concepto de Tipo de Dato Abstracto (TDA). Un TDA define datos de forma abstracta caracterizados por las operaciones que se pueden llevar a cabo sobre ellos. Esto significa que podemos decir que un TDA puede ser definido definiendo las operaciones que lo caracterizan. [1]

Quien usa el TDA debería poder interactuar solamente con las características públicas del TDA, sus operaciones características, y no tener acceso a la implementación de este. Para separar la interfaz del TDA, es decir aquellas funciones y tipos que el programador "usuario" utilizará, de los detalles de implementación, vamos a utilizar los archivos headers de C. Es decir, los .h. Por lo tanto:

la interfaz pública de utilización será declarada en el archivo .h, mientras que la implementación interna de los objetos de datos será declarada en el archivo .c

, y el programa de prueba o cliente deberá simplemente incluir el .h, por ejemplo

#**include** "lista.h"

Dentro del .h vamos a definir:

* Los tipos: **typedef** y **structs**
* Los "prototipos" de las **funciones** (es decir, las firmas, pero no la implementación de las funciones).

En él .h:

* Se define un "**struct**" vacío
* Se define un "**typedef**" de puntero a **struct**
* Todas las funciones van a hacer referencia al tipo "**typedef**"

Luego él .c va a definir un nuevo **struct** con el mismo nombre que el definido en el .h de esta forma se va a "sobrescribir" el original vacío por el nuevo que sí tendrá los datos. Por ejemplo:

en él .h

**struct** ListaStruct;

**typedef struct** ListaStruct\* Lista;

// funciones

y en él .c

**struct** ListaStruct {

**int** longitud;

**int**\* vector;

};

Como vemos ambos **structs** se llaman iguales. Solo que el segundo tiene realmente datos, cuando el primero está vacío. Como los usuarios del TDA compilan contra él .h, solo verían el struct vacío. [2]

Lo que se hará en este trabajo será desarrollar un sistema de Créditos, con TDA.

Se debe permitir:

\*Dar de alta y listar clientes

\*Buscar clientes por nombre

\*Buscar clientes por rango de edad

\*Cada cliente tiene una referencia que puede ser otro cliente

\*Cada cliente puede solicitar un crédito con determinado monto

\*Dar de alta y listar créditos

\*Pagar créditos

\*Cancelar crédito.

El sistema debe poder soportar un gran listado de clientes y créditos. Dichos datos deben ser guardados en un archivo.

**2.Desarrollo experimental**

Para desarrollar el programa se necesitó de los siguientes archivos en formato TDA:

**\*lista**

**\*lista\_de\_creditos**

**\*Clientes**

**\*Creditos**

, cuyos métodos son:

**\* lista.h**

**typedef struct** Nodo {

Clientes cliente;

**struct** Nodo\* siguiente;

} Nodo;

**typedef struct** lista {

Nodo\* inicio;

Nodo\* fin;

**int** tam;

} lista;

* **void inicializacion (lista\* lista):** inicializa la lista de clientes
* **int ins\_inicio\_lista (lista\* lista, Clientes\* cliente)**: inserta un cliente al inicio de la lista.
* **void buscar\_clientes\_por\_nombre (lista\* a, lista\*b, char\* dato)**: busca clientes por el nombre y los guarda en una lista.
* **void buscar\_clientes\_por\_rango (lista\* a, lista\*b, int edad1, int edad2)**: buscar clientes por rango de edad y los guarda en una lista.
* **int sup\_inicio (lista\* lista)**: elimina el primer cliente al inicio de la lista.
* **int sup\_en\_lista (lista\* lista, int pos)**: elimina un cliente de la lista en la posición que no sea el inicio de esta.
* **void destruir (lista\* lista)**: elimina la lista de clientes.
* **void ver\_lista\_clientes (lista\* lista)**: imprime la lista de clientes.
* **void agregar\_credito\_a\_cliente (lista\*lista, char\* nombre, char\* apellido, Credito\* credito):** agrega crédito a un cliente, buscando dicho cliente por nombre y apellido.
* **void agregar\_credito\_a\_cliente2(lista\*lista, char\* nombre, Credito\* credito):**

agrega crédito a aquellos clientes que tengan el mismo nombre.

* **void agregar\_credito\_a\_cliente3(lista\*lista, int edad1, int edad2, Credito\* credito):**

agrega crédito a aquellos clientes que están en el rango de edad.

* **void pagar\_credito\_del\_cliente (lista \* lista, char\* nombre, char\* apellido, char\* motivo, double dinero)**: paga el crédito de un cliente.
* **void cancelar\_credito\_del\_cliente (lista \* lista, char\* nombre, char\* apellido, char\* motivo)** : cancela el crédito de un cliente.
* **void eliminar\_cliente\_de\_lista (lista\* lista, char\* nombre, char\* apellido)**:elimina un cliente de la lista.
* **void guardar\_lista\_de\_clientes (lista\* lista, char\* archivo):** Te guarda la lista de clientes en un archivo, mayormente de texto.

**\*lista\_de\_creditos.h**

typedef struct Nodo2 {

Credito credito;

**struct** Nodo2\* siguiente;

} Nodo2;

**typedef struct** lista2 {

Nodo2\* inicio;

Nodo2\* fin;

**int** tam;

} lista2;

* **void iniciar\_lista (lista2\* lista)** : inicializa la lista de créditos del cliente.
* **int ingresar\_credito (lista2\* lista, Credito\* credito)** : inserta un crédito al inicio de la lista del cliente.
* i**nt sup\_credito (lista2\* lista)**: elimina el credito ubicado al inicio de la lista del cliente.
* **int sup\_credito\_en (lista2 \* lista, int pos)**: elimina el credito de la lista del cliente, en cualquier posición que no sea al inicio.
* **void destruir\_lista (lista2\* lista)**: elimina la lista de créditos del cliente.

**\*Clientes.h**

**typedef struct \_Clientes** {

**char\*** nombre;

**char\*** apellido;

**int** edad;

**double** monto;

**double** total;

lista2 lista;

}Clientes;

* **void cliente\_init (Clientes\* this, char\* nombre, char\* apellido, int edad)** : inicializa un cliente
* **void eliminar\_cliente (Clientes\* this)** : elimina un cliente, o sea, libera la memoria de la variable cliente.
* **void imprimir\_cliente (Clientes\* this)**: imprime los datos del cliente.
* **void ver\_lista\_cre (lista2\* lista)**: imprime la lista de créditos del cliente.
* **void guardar\_cliente\_en\_archivo (FILE \*file, Clientes cliente)**: guarda los datos del cliente en un archivo de texto.

**\*Credito.h**

**typedef struct** \_Credito {

bool estado;

**double** prestamo;

**char**\* motivo;

} Credito;

* **void credito\_init (Credito\* credito, double prestamo,char\* motivo)**: inicializa un crédito.
* **void cancelar\_credito (Credito\* this)**: elimina un credito, ósea libera la memoria de la variable crédito.
* **void pagar\_credito (Credito\* this, double monto)**: paga el valor
* **void imprimir\_credito (Credito\* this)**: imprime los datos del crédito.
* **void guardar\_credito (FILE\* file, Credito\* this)**: guarda los datos del crédito en un archivo.

## **3.Resultados y análisis**

Se utiliza un archivo llamado **main.c** para acceder a los métodos de los archivos en formato TDA, logrando así el modelo del sistema de créditos. El modelo consiste en un menú con múltiples opciones. La idea del menú se optó para que el sistema sea más fácil de manejar y sea más ordenado, debido a que cada opción es una combinación de métodos.

El menú consta de 9 opciones:

1.- agregar cliente a la lista

2.- eliminar cliente de la lista

3.- agregar crédito al cliente

4.- pagar crédito del cliente

5.- cancelar crédito del cliente

6.- imprimir lista

7.- guardar lista

8. -borrar lista

9. -salir

Al iniciar el programa, se declara y se inicializa automáticamente una lista, está se pone a disposición para albergar a los clientes. Dicha lista está en forma de pila, haciendo más fácil agregar más clientes en vez de darle un tope de capacidad con un array.

Con la primera opción, se agrega un cliente en la lista ya inicializada, guardando los datos del cliente que serían su nombre, apellido y edad. La segunda, recorre la lista de clientes buscando un cliente por medio de su nombre y apellido. Una vez encontrado, lo elimina de la lista. La tercera, agrega un crédito en la lista de un cliente, guardando los datos de este que serían estado, monto del préstamo y el motivo de dicho crédito.

Con la cuarta, se recorre la lista de clientes, buscando el cliente, por nombre y apellido. Una vez encontrado, recorre la lista de créditos buscando el crédito a pagar por medio del motivo, al encontrarlo deposita el dinero descontando el monto del crédito. El dinero depositado para pagar tiene que ser menor o igual al monto del crédito, si por casualidad es mayor al monto del crédito, no se podrá pagar dicho crédito. Una vez que el crédito se pagó completamente, es decir el valor del monto de crédito es cero, se cambia su estado de “no pagado” a “pagado”. La quinta, por medio del motivo, se recorre la lista de créditos del cliente, buscando el crédito que coincida con el motivo y que el estado esté en “pagado”. Una vez encontrado, lo elimina de la lista.

Con la sexta, se imprime la lista de clientes. Esta opción puede imprimir la lista de 3 formas: la 1era es imprimir la lista completa, la 2da es imprimir la lista de clientes que tengan el mismo nombre y la 3era es una lista de clientes que estén en un rango de edad. La séptima, por medio de un nombre, te crea un archivo de texto en el cual te deposita, la lista de clientes con sus respectivas listas de créditos. Si utilizamos el nombre de un archivo que contenía una lista de clientes para guardar otra lista de clientes, lo que va a hacer es sobre escribir el archivo guardando la lista debajo de la otra.

Con la octava, se borra la lista de clientes de forma completa. Una vez borrada la lista, es inicializada nuevamente, para volver a agregar clientes. Y, para terminar, la última opción finaliza el programa.

## **4.Conclusiones**

Por motivos de tiempo y de cómo desarrollarlo, no pude hacer que los clientes tengan una referencia con otros clientes. Por lo que si, por ejemplo, quiero agregar un cliente a la lista y dicho cliente tiene los mismos datos (nombre, apellido y edad) de otro cliente que está en la lista, entonces el programa lo agregara a la lista como si los dos clientes fuera distintos.

El programa cumple en su mayoría con lo que pide el enunciado, funciona correctamente, incluso en algunos casos específicos como, por ejemplo:

* si la lista posee un número grande de clientes, en vez de agregarles créditos uno por uno, se optó por agregar en la opción 3) dos formas de acreditar clientes por mayor. Una por nombre, acredita a todos los clientes de la lista que tenga el mismo nombre, y otra por rango de edad.
* para poder agregar más créditos al cliente, hay que saber que el monto del cliente es la suma de todos los montos(prestamos) de cada crédito, que llega hasta los 100000. Si el monto del cliente es 100000 entonces, hay que pagar algunos créditos de mismo.
* cuando un crédito tiene de estado “pagado” no se puede volver a usar. Opte por dejar los créditos pagados para notar con mayor facilidad los diferentes tipos de créditos que hay en la lista. Si deseo eliminar los “pagados” de la lista solo tendría que usar la opción 5).

En conclusión, se pudo hacer un Sistema de Créditos con TDA.
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